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Abstract. The booming development of Internet-of-Things (IoT) has deployed 

many IoT systems globally, and this trend is continuously accelerating. However, 

as many IoT devices are widely deployed, the system-update maintenance is a 

huge challenge. Over The Air (OTA) update is one promising mechanism for 

securely updating the firmware of the remote IoT devices.  

Message Queue Telemetry Transport (MQTT) is one of the most adopted IoT 

communication protocols globally. It has also been popularly adopted as the com-

munication protocol for delivering the OTA update messages, in addition to de-

livering normal IoT messages. This paper focuses on MQTT-based OTA models. 

Even though there exist several MQTT-based OTA models and schemes, we find 

that no one can simultaneously satisfying user convenience, efficiency and high 

security. Some sacrifices the privacy against the MQTT broker to achieve user 

convenience, and some focuses on the privacy while sacrificing the convenience. 

This paper sorts out the existent models and proposes a new model that distributes 

the group keys among the manager and the IoT devices, allows the manager de-

posit the group-key-encrypting firmware on the broker, and then each device can 

separately access the encrypted OTA images from the broker. We design the 

scheme using MQTT 5.0 (the new MQTT standard). The analysis and the evalu-

ation show that the new model achieves better privacy protection and gains effi-

cient communication performance. 

Keywords: Internet of Things (IoT), MQTT, Over the Air, privacy, security, 

Amazon, group key. 

1 INTRODUCTION 

IoT systems have been widely deployed globally in many application areas, and the 

number of deployments is continuously increasing. However, as the number of de-

ployed devices increases very fast, so does the challenge of maintaining these remote 

devices. 
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In these days, IoT systems need to frequently update the firmware/software to meet 

the fast new-function release cycle and the requirement of security patches. The mech-

anisms of the OTA update allow the system manager remotely update the firm-

ware/software of devices via the communications, without recalling the devices back 

to the companies or personal inspect the devices on-site [1-3]. This approach not only 

greatly improves the efficiency but also accelerates the product life cycle.  

  MQTT is a very popular IoT communication protocol [4, 5]. There exist several 

open-source platforms (like Mosquitto [6], HiveMQ [7], Mosca [8]) and several com-

mercial IoT platforms (for example, Amazon platform [9, 10]). MQTT model adopts 

the publish-then-forward approach: some devices (called publishers) publish the mes-

sages with the specified topic to a broker, and then the broker forwards the messages to 

those devices (called the subscribers) that have subscribed the same topic. As it is easy-

to-use and very efficient, it soon becomes one of the most popular IoT communication 

protocols. However, the precedent MQTT standards (MQTT 3.1 [4] and its earlier ver-

sions) only support account-and-password as their authentication support, and do not 

provide any encryption by themselves; they assume the deployments would enable 

SSL/TLS in the underlying layers to protect the privacy of the transmission. The new 

MQTT standard called MQTT 5.0 [5] adds several new functions (including the User 

properties and the Enhanced Authentication framework), which greatly improve the 

flexibility and the security support.   

As the MQTT protocol is very efficient, it has also been adopted to deliver the OTA 

messages, in addition to the normal IoT messages. Several MQTT platforms (like Am-

azon and Infineon [11]) have included this function in their services. Chien and Wang 

[12] recently design a new MQTT-based OTA scheme in which a publisher separately 

builds an End-to-End key with each of its subscribers, and then the publisher securely 

distributes the encrypted OTA data to these subscribers; in this arrangement, their 

scheme can protect the privacy against the broker; however, during the OTA update 

phase, the publisher is required to have a reliable connection with the broker. After 

surveying the existent MQTT-based OTA solutions, we find that none of the existent 

models could simultaneously satisfy the requirements of high privacy support, effi-

ciency, and low publisher-burden. Therefore, this paper will propose a new MQTT-

based model that our model achieves better privacy protection and gains efficient com-

munication performance. We will leverage the new functions of MQTT 5.0 to achieve 

this goal. 

2 RELATED WORK 

Conventionally, MQTT 3.1 [4] and its precedent versions assume that the users would 

enable SSL/TLS to encrypt the transmission privacy. This approach has several weak-

nesses. First, the support of SSL/TLS is a burden for some simple IoT devices. Second, 

even though the transmission between a publisher and its broker and between a sub-

scriber and its broker is encrypted, the broker can still peek at the content of its clients; 

that is, the SSL/TLS does not protect the clients’ privacy against the broker. There exist 

several publications like [28] elaborating on the performance of MQTT. 
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In light of the observations on the weak security support, there exist many efforts to 

improve the security support of MQTT 3.1 and its precedent versions. These proposals 

could be roughly classified into several categories. One is designing special hardware 

(for example, Lesjak et al. [13]) to assist IoT devices handle the SSL/TLS overhead. 

The second category is designing some customized key agreement schemes (like [14-

23]) for MQTT systems. The third category, based on the application context, defines 

the capacities of a IoT device; for example, [24] defines each device’s capacity to be 

publish- only, subscribe-only, and both-publish-subscribe, according to the device’s 

function and location.   

The standard organizations also notice the weaknesses and limitations of the prece-

dent MQTT versions, and ratify the new MQTT standard called MQTT 5.0 to enhance 

both the security support and the flexibility. Regarding the security, the new standard 

designs the Enhanced Authentication framework in which new Application Program-

ming Interfaces (APIs) and new packet fields are proposed to facilitate users design 

their own authenticated key agreement schemes and the negotiation of encryption meth-

ods. Regarding the flexibility, several new features are introduced; a new packet field 

called “User Properties” is included to share application data between publisher-broker, 

between subscriber-broker, and between publisher-subscriber. These application-aware 

data is very useful for users to embed application-aware message in the MQTT inter-

actions. 

Ciou and Chien [25] design a Challenge-Response authentication using the En-

hanced Authentication framework of MQTT 5.0; the scheme builds a secure channel 

between a client with its broker. Chien [26, 12] designs the first End-to-End (E2E) 

secure channel between a publisher and a subscriber, using the MQTT 5.0 features.. 

SEEMQTT [27] also concerns the end-to-end security where a publisher delegates its 

encryption authority to a pool of keystores, via secret sharing, so that those designated 

subscribers can recover the decryption key; this arrangement aims at those scenarios 

where it is difficult that the publishers can directly verify their subscribers and can pro-

tect the privacy against a curious broker. However, in the OTA application, the pub-

lishers which release the new firmware are usually resource-abundant devices and can 

directly verify their subscribers; SEEMQTT model is too complicated and not efficient 

enough for the OTA applications.  

Amazon Web Services (AWS) provides several popular cloud-based services, and 

the MQTT-based IoT service is one of them. In its MQTT-based IoT service, the broker 

can deliver both the normal messages and the OTA messages via the MQTT interac-

tions. In the OTA service of the AWS IoT service, an application manager prepares the 

new firmware, uploads the new firmware to the cloud, and creates an OTA job to take 

care of the OTA update process; each designated IoT device then interacts with the 

broker, and the OTA job on the broker is responsible for delivering the OTA messages 

and the firmware to the device. To ensure the authenticity and the integrity of the firm-

ware, the manager can personally sign the firmware or delegates the authority to the 

cloud. 

Fig. 1 shows the AWS MQTT-based OTA model. In this model, the device manager 

creates Things (that is, the IoT devices in the AWS services) and certificates; he uploads 

the new firmware; he may sign the firmware on his local computer or delegates the 
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authority to the AWS server; he also creates an AWS IoT job on the broker to handle 

the OTA process. During the OTA process, the OTA update agent on the device inter-

acts with the broker to process the OTA update. Because the broker handles the OTA 

process on behalf of the manager and the firmware is already on the server, this model 

does not require the local computer of the manager be on-line during the OTA update 

process. however, it has two critical weaknesses: one is the delegation of the signing 

authority, and the second is the lack of privacy protection against the broker (the broker 

can peek at the content of the firmware).    

 
 

 
 

Infineon [11] also proposes a MQTT-based OTA model. In the model (depicted in 

Fig. 2), the manager builds the firmware, signs it, but keeps the firmware on the local 

host. On the local host, a publisher (which runs the OTA-publisher script) handles the 

OTA process, and interacts with the IoT devices via the MQTT broker. In the figure, 

we use the mosquito broker [6] as the broker. Of course, one can implement both the 

broker and the publisher on the same computer (that is, merging the broker and the local 

host); but, logically, they are separate machines, as they interact using MQTT and the 

manager of the broker and the device manager might belong to two different authorities. 

In this model, the device manager can locally handle the OTA process; however, it 

requires the localhost be reliably on-line during the process; the broker also can peek 

at the content of the firmware. 
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Based on the above survey and observations, we can see that, up to now, there is no 

one model that simultaneously satisfies all the requirements of high privacy (here it 

refers to the privacy against the broker), efficiency (less communication overhead dur-

ing the OTA process), and less publisher-broker connection requirement (it refers to 

the publisher needs not to be on-line during the OTA process). 

3 NEW MQTT-GROUP-KEY-BASED OTA MODEL 

Our new OTA model is based on building a group key among the publisher (here it 

refers to the device manager’s host), using MQTT 5.0. Section 3.1 first introduces the 

new OTA model. Section 3.2 introduces the new design in details, using MQTT 5.0. 

Table 1 introduces the notations. 
Table 1. The notations. 

 

 
 

3.1 The group-key-based OTA model 

Fig. 3 depicts the new model. The new model consists of four phases: the client-broker 

authentication phase, the group-key distribution phase, the firmware-encrypt-sign 

phase, and the OTA update phase. In the client-broker authentication phase, each client 

and the broker mutually authenticate each other to access the MQTT services. In the 

group-key distribution phase, the device manager distributes the group key to all of the 

designated subscribers (the IoT devices). In the firmware-encrypt-sign phase, the 

M.Cert, 

D1.Cert 

M.Cert denotes Publisher M’s certificate; D1.Cert denotes D1’s certificate. 

M.Cert has the public key as 𝑔𝑎;  D1.Cert has its public key as 𝑔𝑏. Here we eliminate 

the specification of the underlying fields, and any secure fields like Elliptic Curve Cryptog-

raphies could be used. 

𝐷𝐻𝑘𝑒𝑦 𝐷𝐻𝑘𝑒𝑦 = 𝑔𝑎𝑏 is the Diffie-Hellman key between the publisher (the device man-

ager) and one of its subscribers. 
𝑔𝑟𝑜𝑢𝑝𝑘𝑒𝑦 The group key chosen by the device manager- in this paper, we use the term the device 

manager to refer to the device manager (the user) and his host. The group key will be shared 

among the device manager and its subscribers (the IoT devices).   
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device manager first, using the group key, encrypts the firmware, and then sign the 

encrypted firmware using its private key; he then uploads both the encrypted firmware 

and the signature to the broker. Finally, in the OTA update phase, the devices interact 

with the broker to access the encrypted firmware and the signature, verify the signature, 

and decrypt the encryption.   

In this model, we note several improvements. First, the encrypted firmware is de-

posited on the broker such that the manager’s local host is not required to be on-line 

when the IoT devices perform the OTA update phase. Second, the firmware is en-

crypted using the group key such that the broker cannot peek at the content of the firm-

ware. 

3.2 The detailed design using MQTT 5.0 

Fig. 4 depicts the message interactions of the four phases.  

The client-broker authentication phase 

A client and the broker just perform any secure authentication schemes (for example, 

SSL/TLS or Chien et al.’s scheme [20]) to mutually authenticate each other.  

The group-key distribution phase 

Step 1(a) and 1(b): the publisher (the device manager) and the subscriber (the device) 

respectively subscribe the topic=OTA/M/devices and the topic=OTA/M to properly re-

ceive the expected messages later.  

Step 2(a) and 2(b): The publisher publishes the message “Publish(topic=OTA/M, 

retain=True, Userproperties= {certificate:M.Cert,…}, ResponseTopic= OTA/M/ de-

vices)”, and the broker forwards the message to the subscribers. “M.Cert” in this mes-

sage is the publisher’s certificate, and “ResponseTopic= OTA/M/devices” notifies the 

subscribers to reply their certificates in the topic= OTA/M/devices. The field “re-

tain=true” is used to notify the broker to keep the message until the next “retain” mes-

sage replaces the old one: this mechanism facilitates the designated receivers get the 

message later even if they were not on-line when the retain message was published.  

Step 3. The subscriber D1 subscribes the topic “OTA/M /devices/D1” to receive the 

group-key message for it.  

Step 4(a)(b): the subscriber publishes its certificate D1.Cert to the broker in 4(a), and 

the broker forwards it to the publisher in 4(b).   

  When the publisher and the subscriber get the two certificates from each other, they 

can compute the Diffie-Hellman key 〖DH〗_key=g^ab.  

Step 5(a)(b): the publisher chooses the group key, uses the 〖DH〗_key to encrypt the 

group key, and publishes the encryption to the broker; the broker forwards the encryp-

tion to the subscriber which decrypts the encryption to get the group key. This com-

pletes the group-key distribution phase.  

The firmware-encrypt-sign phase 

The publisher prepares the new firmware, encrypts the firmware using the group 

key, and signs on the encrypted firmware using its private key. He then uploads the 

encrypted firmware and the signature to the broker.  

The OTA update phase 

All the designated IoT devices (the subscribers) will get the notification from the 

broker, and directly get the OTA data from the broker. 
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4 SECURITY ANALYSIS AND PERFORMANCE 

EVALUATION 

4.1 Security analysis 

The model consists of four kinds of entities: publishers, subscribers, the broker, and 

attackers. The broker is assumed to be honest but curious; that is, the broker follows 

the protocols but is curious about the content. The attackers can actively manipulate 

any messages on the publisher-broker channel and the subscriber-broker channel, and 

the goal is to violate the authenticity, the integrity, and the privacy.    

 The security of the model depends on several modular blocks: the TLS-based client-

broker channel, the group-key-based OTA channel, and the encryption-signature firm-

ware protection. Now we analyze the modular design of our scheme as follows.   

The TLS-based client-broker channel. Each client and the broker should mutually 

authenticate each other before the client can access the MQTT services. The TLS chan-

nel protects the authenticity, the privacy, and the integrity of the client-broker channel. 

The group-key-based OTA channel. The group-key-based OTA channel is built on 

top of the publisher-broker-TLS channel, the subscriber-broker-TLS channel, and the 

publisher-subscriber-DH-key-encryption of the group key. The DH_key is derived 

from the Diffie-Hellman key using the (public key, private key) pairs of the entities. As 

long as the TLS channels and the computational Diffie-Hellman problem are secure, 

this ensures the privacy of the group key against both the attackers and the curious 

broker.  

The encryption-signature firmware protection. The firmware is encrypted using the 

group key, and then is signed by the device manager using its private key. This protec-

tion protects the privacy and the authenticity of the firmware. 

Here, we summarize the security properties. The model provides the authenticity, 

the integrity, and the privacy of the normal MQTT messages; the attackers cannot ac-

cess the content of the MQTT messages. The model ensures the privacy of the firmware 

against a curious broker. Both the broker and the attackers cannot violate the authen-

ticity, the integrity, and the privacy of the firmware.   

4.2 Performance evaluation 

The new model consists of four phases. The first phase, the MQTT connection phase, 

could adopt any secure authentication schemes (example, the classic TLS or any other 

secure authentication) which is not the focus of this paper; therefore, we focus on eval-

uating the rest three phases. As our new model builds the End-to-End channel, the 

model can adopt any secure authentication schemes (for example, the identity-password 

authentication or the Challenge-Response authentication [20]), and can rely on the End-

to-End channel to protect the transmissions.  

Before examining the schemes, we first define some metric symbols. Let 𝑇𝑠𝑖𝑔 de-

notes the computation cost for one digital signature,𝑇𝑣𝑒𝑟 denotes that for one signature 

verification, 𝑇𝑒𝑛𝑐  denotes that for one symmetric encryption or decryption, and 𝑇𝑒𝑥𝑝 

denotes that for one modular exponentiation. Let 𝐿𝑎𝑡𝑇𝐿𝑆  denotes the authentication 

time using TLS, 𝐿𝑎𝑡𝐶𝑅 denotes the authentication time using the Challenge-Response 
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[20], 𝐿𝑎𝑡𝐸2𝐸 denotes the latency for Chien’s End2End channel building [26], 𝐿𝑎𝑡𝑔𝑟𝑜𝑢𝑝 

denotes the latency for the group key distribution in our new scheme, 𝐿𝑎𝑡𝑀𝑄𝑇𝑇 denotes 

the latency for either publisher-broker MQTT interaction or broker-subscriber interac-

tion, 𝐿𝑎𝑡𝑂𝑇𝐴𝐶𝑇𝐿 denotes the latency for the OTA control message exchanges. The OTA 

control messages consist of OTA message like notification, response, and confirmation 

could be exchanged to ensure the smooth OTA interactions; since this part is independ-

ent of the model design, we assume this part is the same for all models to simplify the 

comparison.  𝐿𝑎𝑡𝑏𝑟𝑜𝑘𝑒𝑟(𝑛) denotes the forwarding delay caused by the broker for n sim-

ultaneous subscribers. 

Table 3. Comparison of the related models 
                       Scheme  

Properties 

AWS Infineon Ours  

Privacy firmware against the 

broker 

No No Yes 

Firmware signing authority Broker/manager manager manager 

Number of MQTT interactions 

in the 2nd phase   

NA1 NA1 9 

Computations in the 2nd phase 

on the subscriber side 

NA1 NA1 1 𝑇𝑒𝑛𝑐+  1 𝑇𝑣𝑒𝑟 ver. +  

1𝑇𝑒𝑥𝑝 

Computations in the 2nd phase 

on the publisher side (for n sub-

scribers) 

NA1 NA1 n*(1 𝑇𝑒𝑛𝑐  + 

 1 𝑇𝑣𝑒𝑟 +  1 𝑇𝑒𝑥𝑝) 

Computations in the OTA up-

date phase on the publisher side2 

NA1 n*𝑇𝑒𝑛𝑐 𝑁𝐴4 

Computations in the OTA up-

date phase on the broker side (for n 

subscribers) 2 

n*𝑇𝑒𝑛𝑐 2n*𝑇𝑒𝑛𝑐 None 

Total comm.  Cost for n sub-

scribers3 
𝐿𝑎𝑡𝑇𝐿𝑆 + 

𝐿𝑎𝑡𝑂𝑇𝐴𝐶𝑇𝐿 +

𝐿𝑎𝑡𝑏𝑟𝑜𝑘𝑒𝑟(𝑛)+ n*𝑇𝑒𝑛𝑐+ 

 𝐿𝑎𝑡𝑀𝑄𝑇𝑇 

𝐿𝑎𝑡𝑇𝐿𝑆 + 

𝐿𝑎𝑡𝑂𝑇𝐴𝐶𝑇𝐿 + 

𝐿𝑎𝑡𝑏𝑟𝑜𝑘𝑒𝑟(𝑛) +2n*

𝑇𝑒𝑛𝑐 + 2𝐿𝑎𝑡𝑀𝑄𝑇𝑇 

𝐿𝑎𝑡𝐶𝑅+ 𝐿𝑎𝑡𝑂𝑇𝐴𝐶𝑇𝐿+ 

𝐿𝑎𝑡𝑏𝑟𝑜𝑘𝑒𝑟(𝑛) + 𝐿𝑎𝑡𝑀𝑄𝑇𝑇 

1. For the AWS model and the Infineon model, they do not build the End-to-End channel.   

2. Here, we assume that the firmware is small-size and can be delivered in one MQTT message.  

3. We note that here we can only roughly estimate the total latency, due to it involves three kinds of entities 

(the broker, the publisher, and n subscribers), and the broker’s loading is greatly affected by the number 

of the subscribers in the AWS model and the Infineon model.  

4. In our model, the publisher pre-encrypts the firmware and upload the encrypted firmware before the 

OTA update phase.  

 

Now we examine the second phase. For each pair of (publisher, subscriber), the sec-

ond phase takes nine MQTT interactions of which four messages involve the publisher, 

and five messages involve the subscriber. Because these MQTT messages are all sim-

ple-and-short MQTT messages, they demand only little overhead.  

Now we examine the 3rd phase. The device manager prepares the firmware, encrypts 

it, signs it, and uploads it to the broker in our model. The AWS model in this phase is 

similar, but it does not keep privacy against the broker. The Infineon model keeps the 

firmware on the local host and does not keep privacy against the broker.  

The final OTA update phase of our scheme and the AWS model allow the IoT de-

vices directly access the firmware from the broker, while the Infineon model requires 

the publisher be on-line to handle the firmware delivery. Because the firmware for IoT 
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devices is usually small size, here we assume it takes only one MQTT message to de-

liver it.  

Table 3 summarizes the performance comparison of the related models. We can see 

that our model out-performs the AWS/Infineon models in terms of firmware privacy 

protection, at the extra cost of nine MQTT interactions and the extra computations at 

the second phase. We note that these nine interactions only be executed once, and they 

are very efficient MQTT interactions. In the last raw, we estimate the rough total la-

tency for n subscribers. Here we can see that our model is expected to have shorter 

latency; that is because our model’s last phase does not require the publisher-broker 

interactions and the firmware is pre-encrypted once only before the OTA update phase. 

However, we should note that the inter-impact among the broker’s loading, the number 

of subscribers, and the aggregated latency is quite complicated; here we only capture 

the possible asymptotic behavior. To have accurate comparison, we plan to implement 

these models to evaluate their performance in the real scenarios. 

5 CONCLUSIONS AND FUTURE WORK  

In this paper, we have designed the group-key support for the MQTT5.0 system and the 

new OTA update model. In the model, the device manager can securely distribute the 

group key to his IoT devices. The manager encrypts the firmware and uploads it to the 

broker. During the OTA update phase, the devices directly access the encrypted firm-

ware from the broker. This arrangement greatly enhances the privacy protection of the 

firmware and keeps the interactions during the TOA update phase simple and efficient.  

Through simple analytic comparison, we can see that our model achieves better pri-

vacy protection and gains efficient communication performance. In the future work, we 

plan to implement the four models and evaluate their performance in the real scenarios.      
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